MAKING CUSTOMER-CENTERED DESIGN WORK FOR TEAMS
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Building today’s systems requires a more intimate understanding of users’ work than ever before. Computers are smaller and more common and interfaces are more powerful. Today, many users of computers neither know nor wish to learn how computers operate—they merely wish to get their jobs done.

In addition, vendors are under increasing pressure to develop innovative products quickly. To be innovative means to address important needs in new ways, and since existing products cannot act as models, guidance must come from users themselves.

As the industry has recognized these challenges, practitioners are looking for new ways to involve the customer closely in design. This has resulted in such approaches as Joint Application Design (JAD) [23], user-centered requirements analysis [15], user-centered design [18], and many PD techniques [8, 20] including our own contextual design [1].

These customer-centered design approaches make the customer and the understanding of the customer, the center of design activities. The two primary questions such approaches address are:

- How do I understand the customer?
- How do I ensure this understanding is reflected in my system?

Understanding the customer is difficult. Design teams need extensive, detailed information about customers and how they work to build systems that support them well. The first requirement on any customer-driven process is to build awareness of the customer into the design team, and continue providing customer feedback throughout the life cycle.

But even given customer data, we have found it is still difficult to build a system in response. It requires a series of conceptual leaps to go from facts about the customer to a system design. How can we turn facts into a system we know will be useful?

Finally, no system is built by a single individual, but the quality of the system is the result of individual actions. How do teams develop the same understanding of the customer, and the same vision for the system? How can we manage the interplay between people to that end?

Contextual design is our approach to bringing customer data into design through a well-defined sequence of activities. The foundations for contextual design were developed in 1988 [22]. We have since used and extended this process in developing hardware and software products, in both small groups and large, at multiple companies.

Here, we summarize our experience with customer-centered design. We describe the steps we have refined through our work on design problems. We describe the reasons for each step, and draw out the implications for managing the design process.

Our first concern is to incorporate valid, useful data about how people work into the engineering process. The system we provide will support and constrain the way people work [10]. We need to understand work in enough detail to know what the system must do to support it well, and what innovations will streamline the work.

Finding out about work is difficult: not only are developers building for users doing unfamiliar work, but users themselves have difficulty describing what they do. People are adaptable and resourceful creatures—they invent many workarounds and quick fixes to problems, and then forget they invented the workaround. Even the details of everyday work become second nature and invisible.

The users cannot describe what they really do because they are not conscious of it and do not reflect on it. The defined policy for an organization is no longer representative because it no longer reflects what is really going on.

Contextual Inquiry

How can we get detailed information about how people work when they cannot articulate it on their own? Holtzblatt’s approach1 was to adapt ethnographic research methods to fit the time and resource constraints of engineering. The result was the first step of our process, Contextual Inquiry.

Contextual Inquiry provides techniques to get data from users in context: while they work at real tasks in their workplace. In a contextual interview the interviewer observes the user at work and can interrupt at any time.


1Contextual Inquiry was developed by Karen Holtzblatt in 1986. Sandy Jones assisted in developing the first course on Contextual Inquiry in 1988. Since then, Holtzblatt and Beyer have built on Contextual Inquiry to address the full design process.
and ask questions as an outsider: "What are you doing now?" "Isn't there a policy for this?" "Is that what you expected to happen?"

Confronted at the moment of doing the work, users can enter into a conversation about what is happening, why, and the implications for any supporting system. The user and interviewer discover together what was previously implicit in the user's mind. Talking about work as it happens, artifacts created previously, and specific past projects reveals the user's job beyond the work done on that day.

A contextual interview usually takes from two to three hours. Typically, several members of a design team interview several customers at the same site simultaneously, providing a view across a whole organization in half a day.

We recommend that a product's designers conduct interviews. Great product ideas are derived from a marriage of detailed understanding of a customer need with an in-depth understanding of technology. In our experience, the best products happen when the product's designers are involved in collecting and interpreting customer data.

This field-gathering technique has been extremely successful at collecting detailed data about work practice, which is hard to elicit any other way.

* Gather data through interviews with customers in their workplace while they work.
* Put the people making design decisions in front of the user.

**Involving the customer.** What is the best way to involve the customers in the design process? We certainly want to build the best system we can for them. But we also want to optimize both development time and the customers' own time. As outlined by Muller in [17], customer-centered techniques tend either toward having the designer participate in the users' world, or having the users participate in design activities. We find both approaches useful, but want to ensure the user is as effective as possible in both roles.

When we participate in the users' world, we want it shown to us so well that we know it—we want our feet to be sore where their shoes pinch. Working with users in their workplace helps provide this familiarity. When they are working on or describing their real problems, users are much more eloquent than when talking in generalities. The impact of the real situation is much greater.

Conversely, when users participate in design activities, we want to make them strong participants in the design process. In our experience, customers are at a disadvantage when brought into a design meeting. The users' unique contribution is their real work experience. Taken out of this context, they are much less able to represent real experience [22]. Worse, because we want to represent the user community, we ask them to discount their own actual experience. Instead of allowing them to stand for "what I need," we ask them to stand for "what all users would want." They become just another designer among designers.

Customers are at a disadvantage when building data models or other specialized models with the design team. This requires that they learn an unfamiliar language and translate their experience into this unfamiliar language. Even if we work from the users' artifacts, the language represents an abstraction of what they do. The user must translate it back into specific instances to understand what it means [7, 9].

Customers are at a disadvantage when brought into our laboratory and asked to work on an unfamiliar problem. Once again we take them away from the context that ties them to reality. We ask them to imagine what their work is like without any of the reminders they use daily to do their work.

Instead, in contextual design we build on our users' strengths by doing all our work with them in their own context, on their own problem (or get as close to this ideal as possible).

If we wish to validate a model of how they work, we do not show and walk through the model with them. Instead, during an interview about their own work practice, we respond to their descriptions of their work by drawing a picture. This picture is one of our models which incorporates what they just said about their own experience. It is a conversation aid, not something to be learned.

If we wish to co-design with users, we take a previously developed prototype to their workplace (as described in a later section). We invite them to work through their immediate work problem using the prototype. Users respond directly to the prototype as though it were real and give much better feedback than would be possible in a meeting room [13].

Even when we must use a laboratory for practical reasons, we recommend that users bring in their own work and try to do it in the lab. Even if we lose the context provided by their workplace, they are familiar with their own problem and it helps them reconstruct the missing context.

* Use your users well. Let their own context strengthen them.*

**Affinity Diagrams**

As an interviewing process, Contextual Inquiry successfully extracts data about customers' work. However, one developer talking to one user is insufficient:

- The whole team needs to understand what happened with the customer.
- The whole team, including the interviewer, must understand the implications for the design.
- Different people have different perspectives and will see different implications in the data.
- Data from multiple users must be brought together.
- A working team will typically have many demands on their time. Not everyone will be able to go on every visit.

To bring the team together, share the data, and develop interpretations on which the team agrees, contextual design includes an affinity diagramming process [4].

The team, or a subset, sits down together and goes over the transcript or notes of each interview, writing
We take (customers) away from the context that ties them to reality. We ask them to imagine what their work is like without any of the reminders they use daily.

facts about the user, interpretations design ideas, and questions on Post-It notes. After the first round of interviewing is complete (usually 5 to 8 interviews or 400 to 600 notes), the team organizes the notes into clusters on a wall. These clusters are named and collected into higher-level groupings. (This entire process is fully described by Holtzblatt and Jones in [10].)

An effective affinity avoids using standard categories to cluster notes. We ban terms like “usability” or “quality,” forcing the team to think deeply and creatively about the data, and making the name of the group represent what is really there.

For example, an affinity we built to understand object search mechanisms has a top-level note labeled “The user’s purpose.” The cluster names beneath it tell what the user’s purpose in searching the object system might be: “Find a particular object,” “Understand the structure of the system,” and “Reuse existing objects.” Under each of these headings is the cluster of individual notes defining the category. Later, we could read the affinity, understand these as the user’s three primary motives, and ensure our design supported each well.

Group interpretation allows other members of the team to be brought back into the conversation. On real teams, it is rare that everyone can be in every meeting. By participating in interpretation sessions or in building the affinity, team members can be brought back into contact with the customer and can also provide their own unique perspectives on the data. When done, we ‘walk’ the affinity, saying what each part is about and brainstorming design ideas for that part. These ideas can be attached directly to the affinity itself. Later, when we pick up these ideas to develop, they will be directly tied to the customer data that sparked them.

An affinity captures our insight into the customers’ work. The cluster names represent this insight and tie it back to data from individual customers through the notes in each cluster. The affinity organizes data across multiple customers and shows where the data is weak.

Interpret customer data together, as a team.

The think tank. We prefer to dedicate a room to the team design effort. We are writing down an enormous amount of information about the customer. The affinity diagram and work models (described in the next section) represent everything the team has discovered, structured for easy understanding. Keeping them on the wall means the team is literally surrounded by its data about their customer.

Given the opportunity, the team will continually return to this data throughout the design process—it is common in our meetings for a team member to gesture or walk to a part of their affinity to support a design idea. It is difficult to achieve this kind of fidelity to the customer when the data about the customer is tucked away, out of sight.

The room also acts as a living record of the design process. A team member or manager who wants to catch up can browse the walls on their own, or another team member can use the walls to tell them what has happened. One manager told us he prefers to use the room to learn how the team is doing—he found it more immediate and more real than a status report or presentation.

If you want your team to be creative, give them a room.

Work Modeling

The affinity organizes our data in a way that is easy to understand, and captures all the detail well. But to understand the structure customers put on their work, we also draw work model diagrams, showing the work of a single person or of an organization. They explicitly represent roles, flow of communication and information, work tasks, steps, motivation, and strategy of the work. Where there are problems in the work, they are shown directly on the model. Unlike a list of findings, requirements, or wishes, work models show how all aspects of work relate to one another.

We find four types of work models to be generally useful:

Context models (Figure 1) show how organizational culture, policies, and procedures constrain and create expectations about how people work and what they produce. Context models represent standards, procedures, policies, directives, expectations, deliverables and other constraints. The context model shows what part of the work can be changed by introducing new technology, and what changes affect people or organizations who are not customers. Changing their work is always more difficult. Where an organization has standard procedures, we can design the system to support them directly, automating where possible.

Physical models (Figure 2) represent the physical environment as it impacts the work. To the extent they can, people structure their environment to support the work; then they work around any problems put in their way by limitations in the physical layout, location, hardware configuration, or technology. Physical work models show the physical space and systems that affect the work. Physical models reveal whether the work is split between locations and the sys-
When we describe the work of customers with such explicit diagrams, we make our understanding of their work concrete. Without a picture, team members can hear the same words and understand them differently.

Teams argue when misunderstandings occur and when the only basis for decisions is opinion. A diagram makes disagreements explicit. Team members no longer have to argue with one another—they argue about the diagram and what is in it. It is clear where the diagram is incomplete and more data is needed. The result is to bring teams into a shared understanding more quickly.

A diagram takes a large amount of data and organizes it into a single image so it can be understood and used. Without such a way to incorporate the data, it is lost.

- Use diagrams to capture your understanding of your customers’ work.

The use of language. Work models are a language for talking about work. People are not used to talking about work; what is there to say about it? What is important and what is not? A modeling language structures conversation by making certain concepts explicit, saying "talk about this." (See [16] for more on the use of diagrams as language.)

As a language, work flow models say: think about roles. Define what their responsibilities are. Define how each role communicates with others, and what they communicate. You must know these things to understand work. Someone building a flow model cannot help but ask questions about roles, their responsibilities, and how they communicate. The modeling language itself guides the designer in what to pay attention to. Conversely, anything the language cannot express is easy to ignore.

Other languages, such as data flow diagrams or object models, exist to support other conversations about systems. They make explicit the concepts needed to support these other conversations. For example, dataflow diagrams talk about the flow and transformation of data. These other languages do not support or guide the conversations we want to have about work.

This is why we introduce new modeling languages, despite the large number that exist. Thinking about work is difficult; thinking about how a system supports work is difficult. The languages we introduce in work models and in user environment design (UED) tell the designer what to pay attention to at each point in the process. No existing language does this for us.

We do not find that introducing new modeling languages confuses design teams. Our languages are simple—teams doing design work pick them up in a few minutes. We find it more powerful to introduce these languages than to make a mapping from an existing language to the concepts we are trying to express.

- Let modeling languages help you. When you must, invent new ones to say exactly what you need to say.

Work Redesign

Working with specific customers gives the team an understanding of the work of those customers. However, we want an innovative design that transforms work in new ways and is useful to all our customers. How do we invent such a transformation? How can we ensure we have transformed the work usefully?

This is a new conversation. Until now we have been talking about the work as it is; now we talk about the work as it will be, when our new system is in place. This is not a conversation you can avoid. Every system changes the work of its users. It is best to think about and design the effect you want your system to have explicitly.

We make this conversation explicit through abstract work models (Figure 5). We gather all the same kind of models together: all the flow models, all the physical models, all the context models, and the sequence models that address each task. Then we build new models of each type, removing the particular details of each customer’s work and revealing its underlying structure. These abstract work models show the aspects of work our system will support. Anything the team chooses not to represent will not be supported by the system. This abstraction allows us
to meet the needs of a whole market by building on what we discovered from individuals.

Our best ideas for improving the work often come from seeing how a particularly thoughtful person or group has solved their own problems. We build this solution into our abstract work models and our system, so all customers can take advantage of it. Once we have this consolidated model, we study it for problems and inefficiencies. We develop an abstract work model that brings together data from all customers, keeping good ideas, fixing problems, and using technology to combine and remove steps. When done, we have a statement of how our users will work, if we can implement the
system to support it.

We validate our redesign of the work by checking it against the data from customers we have visited and through Contextual Inquiry with new customers. When interviewing new customers, we look for aspects of their work our redesigned work model cannot account for. These refine and extend the redesigned work model.

Making the work redesign conversation explicit ensures we do not do silly things unintentionally. For example, in creating a presentation, ideas move from slides to handout notes and back again as the creator tries different approaches to presenting the ideas. So a presentation system should support modifying slides and notes in parallel. Providing a notes facility that does not allow the slide to be changed, as some commercial systems do, is not enough.

We verify any design idea against the redesigned work model to ensure that it fits into the users’ jobs well. We use it to see that the new work practice our system will support hangs together. We anticipate new problems our changes may cause, and prevent them.

Taken together, abstract work models are a coherent statement of who our customer is. We use this statement throughout the rest of the design process.
Design the way you want to change your users' work on purpose, or you will do it by accident.

Your customers are your best source of ideas. 'Borrow' from them where you can.

Separating conversations. In our discussion of work redesign, we have an example of separating conversations. We will continue to do this throughout the design process. One major reason design meetings are difficult, contentious, or lack clarity is because the team is unknowingly mixing two concerns. Members of the team are not even arguing the same issue—it is no wonder they cannot agree.

For example, I might argue for a return receipt feature in a mail product, and you might argue against it as wasteful of system resources. As long as we conduct the argument as though it were about the system feature, we have no basis for decision. In fact, this argument is about the work, and how we will change it through our new system. Once we recognize this, we can easily discover whether the idea solves a real work problem. If so, we can have a separate conversation about whether we can implement it technically.

In this case, we are separating the work redesign conversation from the implementation conversation. In the introduction of work redesign, we showed how we can separate the conversation about the work as it is now from the work as it will change.

Each time we wish to separate conversations, we provide separate physical places to have the conversations. We describe the work as it is now as a work model on one part of the wall. We describe the work as redesigned in a separate work model, on a different part of the wall. We define the system on yet another part of the wall.

It is always clear what conversation we are having because we are always referring to and modifying one model or the other. The wall space defines the conversations in progress. We can conduct several conversations in parallel, switching between them as necessary. This speeds up the process. (Running out of wall space is a problem. One team went on to use the ceiling. You can also start another layer, or start taking down conversations which are not immediately relevant.)

Always be aware what conversation you are having. Use the wall to keep conversations separate.

Design of the System
Up to this point, we have thought exclusively about the customers and their work. It is rare for an engineering team to think so deeply or so clearly about the work of their users. But these conversations give us a solid foundation for designing the system.

We would expect a design team with other demands on its time to get to this point in about a month. Spending longer to gather data from more customers is not useful—the team should begin to see the overall structure of the work and have initial ideas for a system. These should be captured as they develop by starting an iteration of system design.

Our initial primary concern in system design is to ensure that the structure of the system we deliver supports the work as we redesigned it. We want to be sure the system delivers the right functions and organizes them to let people work efficiently.

We could use prototypes, mockups, or sketches to represent this system structure. But we find they focus the team on the user interface (UI). They hide the structure of the system behind UI details, making it easier to talk about menus, icons, word choice, and screen layout than about whether the structure and organization are right.

User Environment Design
We must design the structure and function of the system, as experienced by the user. We must create this design from our knowledge about the customer. Surprisingly, most development approaches do not provide any support for this design step. (In this we agree with others who have recognized this missing step [11, 21].) Without it, we have no way to consider how the system hangs together as a whole.

To separate the conversation about system structure from the conversation about UIs, we introduce a new language for representing the system. We call this user environment design, because it defines the environment we give our users to work in (Figure 6).

The user environment design is a language for defining how the system will structure the user's work. What do we need to consider in designing the structure of work? Look at how people structure their own work when they get a chance:

In designing a house, we dedicate rooms to different purposes. The kitchen, for example, is for cooking. We put the tools we need for cooking there: knives, cutting boards, an oven. We also put food there, because food is what we work on when we cook. We do not put unrelated things in the kitchen—they only get in the way. Even a related but distinct purpose such as eating is given its own place, a dining room. We just ensure that the dining room is handy to the kitchen.

We see this same pattern in every area of life. We make a place to perform each activity. We collect the items we will work on, and we clear away anything unrelated. Related but distinct activities are kept nearby, but are not allowed to interfere with one another.

It is the same for a software system. We want to create a place for each coherent activity. We want to provide the functions needed to do this work. We want to clear away any functions not necessary to this work—they clutter the UI and confuse our user. And we want to provide convenient access to parts of the system supporting related activities.

Our redesigned work models define the coherent activities our system must support. In the user environment design we define focus areas, places in the system for focusing on each activity. Each focus area provides the functions and work objects necessary to do one activity.

We build user environment designs in paper, on a table. Each focus area goes on a half-size piece of paper; the flows are paper strips held down with tape. The size and physical nature of the design allow the whole team to gather around and manipulate it together. Paper is still the best medium we have found for quick change in a meeting.
Ideas not chosen are not lost—in developing each idea, the groups are expected to pull together the best parts of all the ideas.

Design your system as a system. Make sure it hangs together before designing the parts.

Divergent thinking. Throughout the process we work to converge on a single, shared understanding of the customer. This is good for building team consensus, but can be bad for creative design. All this agreement and harmony can limit the range of solutions we consider.

To counteract this tendency, we include activities designed to encourage divergent thinking—thinking as widely and creatively about the problem as possible. The first time we do this is after the affinity, when we walk the affinity and brainstorm design ideas for each part. We do this again here, before starting the UI design. Our purpose is to bring the unconnected design ideas together into a coherent solution, and to investigate a range of such solutions before settling on one.

The team brainstorms ideas. As each idea is suggested, we write it on a flip chart, and the team develops it until everyone can see the possibilities. This takes 5 to 15 minutes for each idea.

The team then divides into groups of two to four people. Each group takes one of the ideas to develop. We choose the ideas by voting for those most likely to make a good base for a system design. We usually choose the top vote getters, but might choose an idea just because it is especially unconventional. Ideas not chosen are not lost—in developing each idea, the groups are expected to pull together the best parts of all the ideas.

When the teams have developed their ideas for a half to a whole day, we come back together and each team presents their designs. We examine them for completeness and fit with the user environment.

Where designs overlap, we consider ways to merge them. Where designs suggest interesting alternatives, we do not try to merge them. Instead, we take them to customers and test them, providing better feedback for developing a single design after the visits.

This brainstorming process is good in several ways. First, it is fun. We develop a lot of ideas very quickly, and make lots of progress. It breaks us out of the mold we have allowed ourselves to set in. It allows us to quickly test several ideas for our system. And it allows us to think about the system as a whole before designing each part.

Stir things up now and again. Let your team go wide, then bring them back together.

Mapping to the UI

The UI is the presentation of the user environment design on a given platform. Our primary concern in designing the UI is having it realize the user environment design and make working within the system convenient.

Each focus area describes a coherent activity and is represented as a coherent part of the interface. In a windowing system this often means a window, but may also mean a pane or area of a window. The UI should say to the user by its look and organization, “here is the place to do this kind of work.”

We test the design with paper prototypes, inspired by Kyng [7, 14]. These are rough mockups of the UI which we take to the user’s workplace and ask them to pretend it is a system and to work with it. They are trying out their real work using the prototype, so they can react as they would.
to a real product. We observe and probe in the same way as a contextual interview.

We do not have to tell our users what level of detail they should respond to—the roughness of the prototype does that. If we present a prototype running on a computer, they respond to details of the look and the layout. If we present a hand-drawn prototype on paper, they respond to the structure and function in the system.

We start with very rough prototypes and encourage users to explore, trying to accomplish a task of their own. When they ask if the system does something, we design on the spot: “Yes. How would you expect it to work? Show me.” The user sees the design is incomplete and open to change, and is drawn into the design conversation. (This requires designers to run the interview, to respond appropriately and to design with the user.)

This kind of rough prototyping tests our user environment design. We can see whether the structure and function we provide is useful. Users can respond to the prototype without learning the user environment language. The user environment design successfully predicts how users will react to a given interface. Where an interface is unfaithful to the design we have found that users reject it. For example, one interface we tested merged focus areas in the user environment design. The users’ comments indicated they were rejecting it because the interface mixed unrelated work, just as predicted by the user environment design: “I don’t want to know all that—take it away!”

As the user environment design stabilizes, we start to care more about the user interface. We build more careful prototypes, and in our customer interviews ask our users to live with the limitations of the system we designed. Finally, it becomes useful to build and test running prototypes that can evolve into the real system.

Structure your system first. Then make it real in the user interface.

Iteration with customers. Customer iteration is a powerful team design technique. When we can produce an idea, develop it, prototype it, test it with customers, and validate, modify or discard it within 48 hours, we can stabilize a design very quickly.

When team members advocate different design solutions and the best is not clear from the customer data, it is often more efficient to prototype and test the alternatives than to try to reach consensus in the team. Team members let go of ideas more easily when they see users react badly to them than when another team member rejects them.

We use customer iteration from work modeling through system delivery. We visit new customers after building abstract work models to ensure the abstraction holds for them. We build rough prototypes of user environment designs to test that our system structure works. And we prototype the UI and early system versions to ensure we are being true to our design and have not broken it in the implementation.

Furthermore, the development process itself is iterative (as recognized by Boehm [2], Booch [3], and others). The insights we gain from working with users on prototypes cause us to modify our understanding of their work and our redesigned work models. We get quickly to an initial system design for a small part of the problem, but return to earlier steps to incorporate new information and to expand the system to new areas. The quick design of a part of the system gives the team a sense of accomplishment.

Iterate with your customers. Iterate, iterate, iterate.

Conclusion
One participant in our design process said to us afterward, “It was cool, but it was also structured. I always knew what to do.” Along with producing good results, this should be the test of any design process: it should make people feel they can be creative and move rapidly, but also that, at every point, they know what to do.

Too often, a methodology feels like a straitjacket. Structure need not conflict with creativity—in providing a clear path forward, the right structure should set people free to be creative. Too often, this does not happen. When we combine customer-centered design with creative team processes, we avoid this restrictiveness and good results can be achieved.
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